A **fishR** user recently asked me

In the book that you published, I frequently use the stock-recruit curve code. The interface that shows both the Ricker/Beverton-Holt figure with the recruit per spawner to spawner figure (i.e., the dynamic plot for srStarts()) has not been working for quite some time. Additionally, I can get the recruits versus spawner plot for the Beverton-Holt or Ricker curve with confidence bounds around the curve, but how do you do the same for the recruit per spawner to spawner curve?

Below I answer both questions. First, however, I load required packages …

library(FSA) # srStarts, srFuns  
library(FSAdata) # PSalmonAK data  
library(dplyr) # %>%, filter, mutate, select  
library(nlstools) # nlsBoot

… and obtain the same data (in PSalmonAK.csv available from [here](http://derekogle.com/IFAR/scripts/)) used in the Stock-Recruitment .Note that I created two new variables here: retperesc is the “recruits per spawner” and logretperesc is the natural log of the recruits per spawner variable.

pinks <- read.csv("data/PSalmonAK.csv") %>%  
 filter(!is.na(esc),!is.na(ret)) %>%  
 mutate(esc=esc/1000,ret=ret/1000,logret=log(ret),  
 retperesc=ret/esc,logretperesc=log(retperesc)) %>%  
 select(-SST)  
headtail(pinks)

## year esc ret logret retperesc logretperesc  
## 1 1960 1.418 2.446 0.894454 1.724965 0.5452066  
## 2 1961 2.835 14.934 2.703640 5.267725 1.6615986  
## 3 1962 1.957 10.031 2.305680 5.125703 1.6342676  
## 28 1987 4.289 18.215 2.902245 4.246911 1.4461918  
## 29 1988 2.892 9.461 2.247178 3.271438 1.1852298  
## 30 1989 4.577 23.359 3.150982 5.103561 1.6299386

**Dynamic Plot Issue**

The first question about the dynamic plot is due to a change in functionality in the **FSA** package since **IFAR** was published. The dynamicPlot= argument was removed because the code for that argument relied on the **tcltk** package, which I found difficult to reliably support. A similar, though more manual, approach is accomplished with the new fixed= and plot= arguments. For example, using plot=TRUE (without fixed=) will produces a plot of “recruits” versus “stock” with the chosen stock-recruitment model evaluated at the automatically chosen parameter starting values superimposed.

svR <- srStarts(ret~esc,data=pinks,type="Ricker",plot=TRUE)
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The user, however, can show the stock-recruitment model evaluated at manually chosen parameter starting values by including those starting values in a list that is supplied to fixed=. These values can be iteratively changed in subsequent calls to srStarts() to manually find starting values that provide a model that reasonably fits (by eye) the stock-recruit data.

svR <- srStarts(ret~esc,data=pinks,type="Ricker",plot=TRUE,  
 fixed=list(a=4,b=0.15))

![plot of chunk srStarts2](data:image/png;base64,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)

Note however that srStarts() no longer supports the simultaneously plotting of spawners versus recruits and recruits per spawner versus recruits.

**Plot of Recruits per Spawner versus Spawners**

The first way that I can imagine plotting recruits per spawners versus spawners with the fitted curve and confidence bands is to first follow the code for fitting the stock-recruit function to the stock and recruit data as described in **IFAR**. In this case, the stock-recruit function is fit on the log scale to adjust for a multiplicative error structure (as described in **IFAR**).

rckr <- srFuns("Ricker")  
srR <- nls(logret~log(rckr(esc,a,b)),data=pinks,start=svR)  
bootR <- nlsBoot(srR)  
cbind(estimates=coef(srR),confint(bootR))

## estimates 95% LCI 95% UCI  
## a 2.84924206 1.74768271 4.8435727  
## b 0.05516673 -0.08443862 0.2158164

As described in the book, the plot of spawners versus recruits is made by (i) constructing a sequence of “x” values that span the range of observed numbers of spawners, (ii) predicting the number of recruits at each spawner value using the best-fit stock-recruitment model, (iii) constructing lower and upper confidence bounds for the predicted number of recruits at each spawner value with the bootstrap results, (iv) making a schematic plot on which to put (v) a polygon for the confidence band, (vi) the raw data points, and (vii) the best-fit curve. The code below follows these steps and reproduces Figure 12.4 in the book.

x <- seq(0,9,length.out=199) # many S for prediction  
pR <- rckr(x,a=coef(srR)) # predicted mean R  
LCI <- UCI <- numeric(length(x))  
  
for(i in 1:length(x)) { # CIs for mean R @ each S  
 tmp <- apply(bootR$coefboot,MARGIN=1,FUN=rckr,S=x[i])  
 LCI[i] <- quantile(tmp,0.025)  
 UCI[i] <- quantile(tmp,0.975)  
}  
ylmts <- range(c(pR,LCI,UCI,pinks$ret))  
xlmts <- range(c(x,pinks$esc))  
  
plot(ret~esc,data=pinks,xlim=xlmts,ylim=ylmts,col="white",  
 ylab="Returners (millions)",  
 xlab="Escapement (millions)")  
polygon(c(x,rev(x)),c(LCI,rev(UCI)),col="gray80",border=NA)  
points(ret~esc,data=pinks,pch=19,col=col2rgbt("black",1/2))  
lines(pR~x,lwd=2)
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These results can be modified to plot recruits per spawner versus spawners by replacing the “recruits” in the code above with “recruits per spawner.” This is simple for the actual data as ret is simply replaced with retperesc. However, the predicted number of recruits (in pR) and the confidence bounds (in LCI and UCI) from above must be divided by the number of spawners (in x). As the / symbol has a special meaning in R formulas, this division must be contained within I() as when it appears in a formula (see the lines() code below). Of course, the y-axis scale range must also be adjusted. Thus, a plot of recruits per spawner versus spawners is produced from the previous results with the following code.

ylmts <- c(0.7,7)  
plot(retperesc~esc,data=pinks,  
 xlim=xlmts,ylim=ylmts,col="white",  
 ylab="Returners/Escapement",  
 xlab="Escapement (millions)")  
polygon(c(x,rev(x)),c(LCI/x,rev(UCI/x)),col="gray80",border=NA)  
points(retperesc~esc,data=pinks,pch=19,col=col2rgbt("black",1/2))  
lines(I(pR/x)~x,lwd=2)
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Alternatively, the Ricker stock-recruitment model could be reparameterized by dividing each side of the function by “spawners” such that the right-hand-side becomes “recruits per spawner” (this is a fairly typical reparameterization of the model). This model can be put into an R function, with model parameters then estimated with nonlinear regression similar to above. The results below show that the paramter point estimates are identical and the bootsrapped confidence intervals are similar to what was obtained above.

rckr2 <- function(S,a,b=NULL) {  
 if (length(a)>1) { b <- a[[2]]; a <- a[[1]] }  
 a\*exp(-b\*S)  
}  
srR2 <- nls(logretperesc~log(rckr2(esc,a,b)),data=pinks,start=svR)  
bootR2 <- nlsBoot(srR2)  
cbind(estimates=coef(srR2),confint(bootR2))

## estimates 95% LCI 95% UCI  
## a 2.84924202 1.67734916 4.8613811  
## b 0.05516673 -0.08776123 0.2040402

With this, a second method for plotting recruits per spawner versus spawners is the same as how the main plot from the book was constructed but modified to use the results from this “new” model.

x <- seq(0,9,length.out=199) # many S for prediction  
pRperS <- rckr2(x,a=coef(srR2)) # predicted mean RperS  
LCI2 <- UCI2 <- numeric(length(x))  
  
for(i in 1:length(x)) { # CIs for mean RperS @ each S  
 tmp <- apply(bootR2$coefboot,MARGIN=1,FUN=rckr2,S=x[i])  
 LCI2[i] <- quantile(tmp,0.025)  
 UCI2[i] <- quantile(tmp,0.975)  
}  
ylmts <- range(c(pRperS,LCI2,UCI2,pinks$retperesc))  
xlmts <- range(c(x,pinks$esc))  
  
plot(retperesc~esc,data=pinks,xlim=xlmts,ylim=ylmts,col="white",  
 ylab="Returners/Escapement",  
 xlab="Escapement (millions)")  
polygon(c(x,rev(x)),c(LCI2,rev(UCI2)),col="gray80",border=NA)  
points(retperesc~esc,data=pinks,pch=19,col=col2rgbt("black",1/2))  
lines(pRperS~x,lwd=2)
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The two methods described above for plotting recruits per spawner versuse spawners are identical for the best-fit curve and nearly identical for the confidence bounds (slight differences likely due to the randomness inherent in bootstrapping). Thus, the two methods produce nearly the same visual.

plot(retperesc~esc,data=pinks,xlim=xlmts,ylim=ylmts,col="white",  
 ylab="Returners/Escapement",  
 xlab="Escapement (millions)")  
polygon(c(x,rev(x)),c(LCI/x,rev(UCI/x)),col=col2rgbt("red",1/5),border=NA)  
lines(I(pR/x)~x,lwd=6,col="red")  
polygon(c(x,rev(x)),c(LCI2,rev(UCI2)),col=col2rgbt("blue",1/5),border=NA)  
lines(pRperS~x,lwd=2,col="blue")  
points(retperesc~esc,data=pinks,pch=19,col=col2rgbt("black",1/2))
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